# Deep learning Lab programs

**Note:**

**1-4 programs should be completed using numpy and matplot lib**

**5-16 programs should be implemented using TensorFlow and keras**

# LAB-1:

Prelab:

1. What is covex function?
2. What is threshold logic?

Inlab:

1a)Implement the basic logic gates AND & OR using McCullough Pit s model

1b) implement this perceptron which takes two binary valued inputs x1, x2∈ {0,1} and the activation function is the threshold function (h(x) = 1 if x > 0;

=0 if x <=0;

![](data:image/png;base64,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)

import numpy as np

class Perceptron:

def \_\_init\_\_(self,inodes,bias=0.2,lr=0.1):

self.w=np.random.rand(inodes)

self.bias=bias

self.learning\_rate=lr

def get\_weight(self):

return self.w

def set\_weights(self,w):

self.w=w

def train(self,X,y,epochs):

Y\_predict=np.zeros(len(y))

for t in range(epochs):

for i,x in enumerate(X):

if(np.dot(X[i],self.w))+self.bias <=0:

Y\_predict[i]=0

else:

Y\_predict[i]=1

self.bias=self.bias+self.learning\_rate\*(y[i]-Y\_predict[i])

self.w=self.w+self.learning\_rate\*X[i]\*(y[i]-Y\_predict[i])

print("error",y[i]-Y\_predict[i],"epoch:",t,"bias:",self.bias)

return self.w

def predict(self,x\_new):

if ((np.dot(x\_new,self.w))+self.bias) <=0:

return 0

else:

return 1

if \_\_name\_\_=="\_\_main\_\_":

X=np.array([[0,0],[0,1],[1,0],[1,1]])

y=np.array([0,0,1,1])

mlpcp=Perceptron(2,-0.2,0.1)

print(mlpcp.get\_weight())

trained\_weights=mlpcp.train(X,y,30)

print("Trained",mlpcp.get\_weight())

print(mlpcp.predict(x\_new=[0,1]))

Post lab

1) Solve the given polynomial equation using Tensorflow X2 -4X+4=0

**import** numpy **as** np  
import tensorflow **as** tf  
x=tf.Variable(initial\_value=0,name=**'x'**,trainable=**True**,dtype=tf.float32)  
coefficients =tf.constant(value=[1,-4,4],shape=(3,1),dtype=tf.float32)  
def compute\_loss():  
 **return** coefficients[0][0]\*x\*\*2+coefficients[1][0]\*x+coefficients[2][0]  
  
optimizer= tf.keras.optimizers.SGD(learning\_rate=0.1)  
  
for i **in** range(100):  
 optimizer.minimize(loss=compute\_loss, var\_list=[x])  
  
print(x.numpy())

-------------------------------------------------------------------------------------

# LAB-2

Pre lab:

1. What is Vanishing Gradient problem?
2. The nodes in the i/p layer is 10 and that in the hidden layer is 5. The max connections from the i/p layer to the hidden layer are?

Inlab:

Analyse the forward pass and backward pass of back propagation algorithm for the network using your own initiate, forward, backward and loss functions . Only use numpy , matplot libraries only.

import numpy as np

class MLP:

def \_\_init\_\_(self, input\_nodes, n\_hidden\_nodes, n\_y\_nodes):

self.w1 = np.random.rand(n\_hidden\_nodes, input\_nodes)

self.w2 = np.random.rand(n\_y\_nodes, n\_hidden\_nodes)

self.b1 = np.random.rand(n\_hidden\_nodes)

self.b2 = np.random.rand(n\_y\_nodes)

def get\_weights(self):

return (self.w1,self.w2)

def sigmoid(self, z):

z = 1/(1+np.exp(-z))

return z

def forward\_prop(self, x):

h = np.dot(self.w1, x)

hout = self.sigmoid(h)

y = np.dot(self.w2, hout)

yout = self.sigmoid(y)

return h,hout,y,yout

def back\_prop(self, m, h, hout, y, yout, yp):

dz2 = yout-yp

dw2 = np.dot(dz2, hout.T)/m

dz1 = np.dot(self.w2.T, dz2) \* hout\*(1-hout)

dw1 = np.dot(dz1, x.T)/m

dw1 = np.reshape(dw1, self.w1.shape)

dw2 = np.reshape(dw2, self.w2.shape)

return dz2, dw2, dz1, dw1

def train(self, x, y, iterations, lr):

losses = []

for i in range(iterations):

h, hout, yp, yout = self.forward\_prop(x)

print("Epoch",i," : ",yout)

loss = -(1/len(x))\*np.sum(y\*np.log(yout)+(1-y)\*np.log(1-yout))

losses.append(loss)

m = 1/len(x)

da2, dw2, dz1, dw1 = self.back\_prop(m,h, hout, y, yout, y)

self.w2 = self.w2-lr\*dw2

self.w1 = self.w1-lr\*dw1

def predict(self, input):

h, hout, y, yout = self.forward\_prop(input)

yout = np.squeeze(yout) # to remove single dimensional entries

print("output : ", yout)

x = np.array([[0, 0, 1, 1], [0, 1, 0, 1],[1,0,0,1]])

y = np.array([[0, 1, 1, 0]])

n\_x = 3

n\_y = 1

n\_h = 3

model = MLP(n\_x, n\_h, n\_y)

print("wt in network: before", model.get\_weights())

model.train(x, y, 5, 0.2)

print("wt in network: after", model.get\_weights())

model.predict(np.array([[0, 1,1], [1,0, 1],[0,0,1]]))

Postlab:

1. Design model to predict credit card risk data using multi-layer perceptron. Display weights in each layer.

// without implementation of dataset

from keras.models import Sequential

from keras.layers import Dense

# Define the model architecture

model = Sequential()

model.add(Dense(units=64, activation='relu', input\_dim=X\_train.shape[1]))

model.add(Dense(units=32, activation='relu'))

model.add(Dense(units=1, activation='sigmoid'))

# Compile the model with appropriate optimizer and loss function

model.compile(optimizer='adam', loss='binary\_crossentropy', metrics=['accuracy'])

# Train the model on the training data

model.fit(X\_train, y\_train, epochs=10, batch\_size=32)

# Evaluate the model on the test data

loss, accuracy = model.evaluate(X\_test, y\_test)

# Display the model weights in each layer

for layer in model.layers:

weights = layer.get\_weights()

print(weights)

----------------------------------------------------------------------------------------------------------------

# LAB-3

Pre lab:

1.Which of the SGD variants are based on both momentum and adaptive learning?

2. what is global minima?

Inlab:

1 Implement the gradient descent update rule. The gradient descent rule is,
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import numpy as np

import pandas as pd

import matplotlib.pyplot as plt

import seaborn as sns

from sklearn.metrics import mean\_squared\_error

data=pd.read\_csv('iris.csv')

data.info()

from sklearn.preprocessing import StandardScaler

scale = data.iloc[:,[0,4]]

sc = StandardScaler()

scale = sc.fit\_transform(scale)

scale = pd.DataFrame(scale)

scale.columns = ['SepalLengthCm','PetalWidthCm']

cur\_x = 3 # The algorithm starts at x=3

rate = 0.01 # Learning rate

precision = 0.000001 #This tells us when to stop the algorithm

previous\_step\_size = 1 #

max\_iters = 10000 # maximum number of iterations

iters = 0 #iteration counter

df = lambda x: 2\*(x+5) #Gradient of our function

while previous\_step\_size > precision and iters < max\_iters:

prev\_x = cur\_x #Store current x value in prev\_x

cur\_x = cur\_x - rate \* df(prev\_x) #Grad descent

previous\_step\_size = abs(cur\_x - prev\_x) #Change in x

iters = iters+1 #iteration count

print("Iteration",iters,"\nX value is",cur\_x) #Print iterations

print("The local minimum occurs at", cur\_x)

Postlab:

1) Use gradient descent optimiser function in TensorFlow and perform classification of iris data set.

from sklearn.preprocessing import LabelEncoder

# Load the iris dataset

df = pd.read\_csv('https://archive.ics.uci.edu/ml/machine-learning-databases/iris/iris.data', header=None)

# Preprocess the data

X = df.iloc[:, :4].values

y = df.iloc[:, 4].values

# Encode the labels

encoder = LabelEncoder()

y = encoder.fit\_transform(y)

# Split the data into training and testing sets

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size=0.2, random\_state=0)

# Scale the data

sc = StandardScaler()

X\_train = sc.fit\_transform(X\_train)

X\_test = sc.transform(X\_test)

# Convert labels to one-hot encoding

y\_train = tf.keras.utils.to\_categorical(y\_train, num\_classes=3)

y\_test = tf.keras.utils.to\_categorical(y\_test, num\_classes=3)

# Define the model

model = tf.keras.models.Sequential()

model.add(tf.keras.layers.Dense(10, input\_shape=(4,), activation='relu'))

model.add(tf.keras.layers.Dense(3, activation='softmax'))

# Define the optimizer

optimizer = tf.keras.optimizers.SGD(learning\_rate=0.01)

# Compile the model

model.compile(loss='categorical\_crossentropy', optimizer=optimizer, metrics=['accuracy'])

# Train the model

history = model.fit(X\_train, y\_train, epochs=100, batch\_size=32, validation\_data=(X\_test, y\_test))

# Evaluate the model

test\_loss, test\_acc = model.evaluate(X\_test, y\_test, verbose=0)

print('Test Accuracy:', test\_acc)

----------------------------------------------------------------------------------------------------------------

# LAB-4

Pre lab:

1. Write down the activation functions whose output is zero centered?
2. What is local minima?

Inlab:

Implement the **Stochastic Gradient Descent** update rule. The gradient descent rule is,
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**import** numpy **as** np  
# import math.pyplot as plt  
  
def cost\_fun(theta,x,y):  
 m=len(y)  
 prediction=x.dot(theta)  
 error=(1/2\*m)\*np.sum(np.square((prediction-y)))  
 **return** error  
  
def SGD(x,y,theta,lr,epochs):  
 m=len(y)  
 cal\_history=np.zeros([epochs])  
 **for** i **in** range(epochs):  
 cost=0  
 *# print("epoch",i)*  
**for** j **in** range(m):  
 rand\_x=np.random.randint(0,m)  
 x[j]=x[rand\_x,:]  
 y[j]=y[rand\_x].reshape(1,1)  
 predict\_y=np.dot(x[j],theta)  
 theta=theta-(1/m)\*(lr\*np.dot((predict\_y-y),x[j].T))  
 cost+=cost\_fun(theta,x,y)  
 *# print(cost)*  
 *cal\_history[i]=cost*  
  
**return** cal\_history,theta  
  
l=0.01  
theta=0.1  
x = np.array([[0, 0, 1, 1], [0, 1, 0, 1], [1, 0, 0, 1],[0,1,1,0]])  
y = np.array([0, 1, 1,0])  
cal\_history,theta=SGD(x,y,theta,l,10)  
print(cal\_history)  
print(theta)

**from** sklearn.datasets **import** load\_iris  
from sklearn.model\_selection **import** train\_test\_split  
from sklearn.preprocessing **import** StandardScaler  
from keras.models **import** Sequential  
from keras.layers **import** Dense  
from tensorflow.keras.utils **import** to\_categorical  
  
# Load the Iris dataset  
iris = load\_iris()  
X = iris.data  
y = iris.target  
  
# Split the dataset into training and testing sets  
X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size=0.2, random\_state=42)  
  
# Normalize the data using the StandardScaler  
scaler = StandardScaler()  
X\_train = scaler.fit\_transform(X\_train)  
X\_test = scaler.transform(X\_test)  
  
# Convert the target variable to a one-hot encoded *format*  
*y\_train = to\_categorical(y\_train)*  
*y\_test = to\_categorical(y\_test)*  
  
*# Build an ANN model*  
*model = Sequential()*  
*model.add(Dense(*8, input\_dim=4, activation=**'relu'**))  
model.add(Dense(3, activation=**'softmax'**))  
model.compile(loss=**'categorical\_crossentropy'**, optimizer=**'adam'**, metrics=[**'accuracy'**])  
  
# Train the model  
model.fit(X\_train, y\_train, epochs=30, batch\_size=5)  
  
# Evaluate the performance of the model on the tes*ting set*  
*loss, accuracy = model.evaluate(X\_test, y\_test)*  
*print*(**'Accuracy: %.2f'** % (accuracy\*100))

Post lab:

Normalise the data in the dataset and perform classification using ANN.

from sklearn.datasets import load\_iris

from sklearn.model\_selection import train\_test\_split

from tensorflow.keras.models import Sequential

from tensorflow.keras.layers import Dense

from tensorflow.keras.utils import to\_categorical

# Load the iris dataset

iris = load\_iris()

# Split the data into training and testing sets

X\_train, X\_test, y\_train, y\_test = train\_test\_split(iris.data, iris.target, test\_size=0.2)

# One-hot encode the target variable

y\_train = to\_categorical(y\_train)

y\_test = to\_categorical(y\_test)

# Define the model

model = Sequential()

model.add(Dense(10, input\_shape=(4,), activation='relu'))

model.add(Dense(3, activation='softmax'))

# Compile the model

model.compile(loss='categorical\_crossentropy', optimizer='adam', metrics=['accuracy'])

# Fit the model to the training data

model.fit(X\_train, y\_train, epochs=50, batch\_size=10)

# Evaluate the model on the testing data

loss, accuracy = model.evaluate(X\_test, y\_test)

print(f'Test loss: {loss}, Test accuracy: {accuracy}')

----------------------------------------------------------------------------------------------------------------

# LAB-5

Pre lab:

1. Which is the fastest gradient descent
2. What is saddle point

Inlab:

1) Perform Multi class classification on MNIST dataset using Deep NN with tensorflow (Note: Use softmax activation function for the output layer with 3-4 hidden layers consisting of ReLU activation function also evaluate the performance by using confusion matrix.)

import tensorflow as tf

from tensorflow import keras

from tensorflow.keras import layers

(x\_train, y\_train), (x\_test, y\_test) = keras.datasets.mnist.load\_data()

# normalizing

x\_train = x\_train / 255.0 # pixel ranges from 0-255 to make it to range of 0-1

x\_test = x\_test / 255.0

x\_train = x\_train.reshape(-1, 28 \* 28)

x\_test = x\_test.reshape(-1, 28 \* 28)

# One-hot encode the labels

y\_train = keras.utils.to\_categorical(y\_train, 10) # to convert the categorical variables

y\_test = keras.utils.to\_categorical(y\_test, 10)

model = keras.Sequential([

layers.Dense(256, activation='relu', input\_shape=(28 \* 28,)),

layers.Dense(128, activation='relu'),

layers.Dense(64, activation='relu'),

layers.Dense(10, activation='softmax')

])

model.compile(optimizer='adam', loss='categorical\_crossentropy', metrics=['accuracy'])

model.fit(x\_train, y\_train, epochs=10, batch\_size=32) # training the model

test\_loss, test\_acc = model.evaluate(x\_test, y\_test) # evaluating the model

print('Test accuracy:\n', test\_acc)

from sklearn.metrics import confusion\_matrix

import numpy as np

y\_pred\_classes = np.argmax(y\_pred, axis=1) # returns the index of max ele in array from each row as axis=1

y\_test\_classes = np.argmax(y\_test, axis=1)

con\_mat = confusion\_matrix(y\_test\_classes, y\_pred\_classes)

print(con\_mat)

Postlab:

1) Applications of image classification in real world.

----------------------------------------------------------------------------------------------------------------

# LAB-6

Pre lab

1. Which optimization algorithm processes all the training examples for each iteration of gradient descent.
2. CNN is faster to train than a DNN. Why?

Inlab:

Build and train a ConvNet in TensorFlow for a classification problem. Don’t use keras.

import numpy as np

import keras

from keras.datasets import mnist

from keras.models import Sequential

from keras.layers import Dense, Dropout, Flatten

from keras.layers import Conv2D, MaxPooling2D

# Load the MNIST dataset

(x\_train, y\_train), (x\_test, y\_test) = mnist.load\_data()

# Preprocess the data

x\_train = x\_train.reshape(x\_train.shape[0], 28, 28, 1)

x\_test = x\_test.reshape(x\_test.shape[0], 28, 28, 1)

x\_train = x\_train.astype('float32')

x\_test = x\_test.astype('float32')

x\_train /= 255

x\_test /= 255

# Convert class vectors to binary class matrices

num\_classes = 10

y\_train = keras.utils.to\_categorical(y\_train, num\_classes) # one hot encoding

y\_test = keras.utils.to\_categorical(y\_test, num\_classes)

# Define the model

model = Sequential()

model.add(Conv2D(32, kernel\_size=(3, 3),activation='relu',input\_shape=(28, 28, 1)))

model.add(MaxPooling2D(pool\_size=(2, 2)))

model.add(Flatten())

model.add(Dense(128, activation='relu'))

model.add(Dropout(0.5)) # deactivating 50% neurons

model.add(Dense(num\_classes, activation='softmax'))

# Compile the model

model.compile(loss='categorical\_crossentropy',optimizer='adam',metrics=['accuracy'])

# Train the model

batch\_size = 128

epochs = 5

model.fit(x\_train, y\_train,batch\_size=batch\_size,epochs=epochs,verbose=1,validation\_data=(x\_test, y\_test))

# Evaluate the model on the test data

score = model.evaluate(x\_test, y\_test, verbose=0)

print('Test loss:', score[0])

print('Test accuracy:', score[1])

Postlab:

1. Use 3\*3 filter and perform convolution operation for the matrix given below.

----------------------------------------------------------------------------------------------------------------

LAB-7

Pre lab:

1. What is multiclass classification?
2. What is the function of pooling layer

InLab:

1)Build a deep learning model which classifies cats and dogs using CNN.

Post-lab

Read and display an image using opencv

# LAB-8

Pre lab:

What is Object Recognition?

How greedy approach is useful in designing selective search algorithm for R-CNN object detection

In lab:

1) Build The R-CNN model to extracts many regions from the input image and use a CNN to perform forward propagation on each region proposal to extract its features, then use these features to predict the class and bounding box of this region proposal. (multi class classification)

Post Lab:

Implement Fast R-CNN on the same problem and see how CNN forward propagation is performed on the entire image.

# LAB-9

Pre lab

## Which neural network has only one hidden layer between the input and output?

What is the use of forget gate?

Inlab:

Implement a simple RNN model based on following recurrence relation.

ht=σ(W([ht−1,xt])+b)

Post Lab:

Build RNN model by taking breast cancer dataset from UCI repository.

# LAB-10

Pre lab:

#### What is 'gradient' when you are talking about RNN?

1. What is backpropagation and how it is useful in LSTM

In lab:

1) Using LSTM train the model with train dataset , predict the weather for the dates given in the test dataset and visualize the actual ,predicte data using matplotlib. use 60 days time stamp.

# LAB-11:

Pre lab:

1.What are the applications of autoencoders?

2. what is the difference between auto encoders and PCA

Inlab:

1)Build a simple auto encoder on MNIST data using keras library and help them in building a simple Auto Encoder. (note: encode the image into from 784 to 32 pixels)

# Lab-12:

Pre lab:

# How deep learning models are built on Keras

1. Which deep learning model generate data randomly that looks very similar to training data?

Inlab:

Build a simple denoisy auto encoder using keras on MNIST.

Post lab:

Build a Autoencoders for Feature Extraction for the mnist data set. Display the feature set.